Angular question and ofc learning

Use salesforce knowledge also -> while your interview that also good

Learn through note – no video – micro frontend

1. Package and package – lock
2. Entry components
3. Sonar questions , ts lint , vs code extension , tslint issue sonar , %20 no issue in route with template string – bugs , critical bugs , complexity ,
4. High and low level idea – how things working , input op
5. Git commands , bitbucket , Jenkins , jira
6. Microfrontend arch , vendor common , vendor and site – purpose of different module and repo
7. Cross dependency , circular dependancy
8. Routing – redirectTo , pathmatch ,
9. Wrapper component

Steps ->

1. Basic from office work -> SSP , testing , rxjs , arch related , basic question searching , Api call
2. Plural all angular – speed up
3. All last questions and ngrx
4. Other repo check and compare other design pattern – Kiran – what all design pattern u use and check their codebase
5. LLD and HLD , code base , design pattern

Basics of Angular

webpack-bundle-analyzer

Declaration , imports , exports , entry components , export of comp if you want using selector

Multiple use – Lib , site ,

Entry components -

Specifies a list of components that should be compiled when this module is defined. For each component listed here, Angular will create a ComponentFactory and store it in the ComponentFactoryResolver.

---Update Angular 9 or Angular 8 with Ivy explicitly enabled---

Entry Components With Ivy are not required anymore and now are deprecated

---for Angular 9 and 8 with Ivy disabled---

In the case of a dynamically loaded component and in order for a ComponentFactory to be generated, the component must also be added to the module’s entryComponents:

-> package.json and package-lock.json difference – above angular 5 , npm I both created

To avoid differences in installed dependencies on different environments and to generate the same results on every environment we should use the package-lock. json file to install dependencies. ... json file and you will able to generate the same results as you developed with that particular package

* Why is package-lock.json created?
* What is the purpose or use of package-lock.json?
* Why should we commit package-lock.json with our project source code?

Ambiguity within different environment ,  it will install the exact latest version of that package in your project and save the dependency in package.json with a carat (**^**) sign. Like, if the current version of a package is 5.2.3 then the installed version will be 5.2.3 and the saved dependency will be ^5.2.3. Carat (^) means it will support any higher version with major version 5 like 5.3.1 and so on. Here, package-lock.json is created for locking the dependency with the installed version.

**What is the purpose or use of package-lock.json?**

To avoid differences in installed dependencies on different environments and to generate the same results on every environment we should usethe **package-lock.json** file to install dependencies.

Ideally, this file should be on your source control with the package.json file so when you or any other user will clone the project and run the command “npm i”, it will install the exact same version saved in package-lock.json file and you will able to generate the same results as you developed with that particular package.

## Why should we commit package-lock.json with our project source code?

During deployment, when you again run “npm i” with the same package.json file without the package-lock.json, the installed package might have a higher version now from what you had intended.

Now, what if you wanted to have that particular version for your dependency during deployment which you used at the time of development. This is the need of creating a package-lock.json file and keeping it with the source code. This file is created with the details of the specific version installed in your project.

Keep locking your dependencies!!

Entry components

Entry components are deprecated,

This is for dynamically added components that are added using ViewContainerRef.createComponent(). Adding them to entryComponents tells the offline template compiler to compile them and create factories for them

The components registered in route configurations are added automatically to entryComponents as well because router-outlet also uses ViewContainerRef.createComponent() to add routed components to the DOM.

If you don't list a dynamically added component to entryComponents you'll get an error message a bout a missing factory because Angular won't have created one.

A component loaded declaratively via its selector is not an entry component.

Most application components are loaded declaratively. Angular uses the component's selector to locate the element in the template. It then creates the HTML representation of the component and inserts it into the DOM at the selected element. These aren't entry components.

A few components are only loaded dynamically and are never referenced in a component template.

The bootstrapped root AppComponent is an entry component. True, its selector matches an element tag in index.html. But index.html isn't a component template and the AppComponent selector doesn't match an element in any component template.

Angular loads AppComponent dynamically because it's either listed by type in @NgModule.bootstrap or boostrapped imperatively with the module's ngDoBootstrap method.

Components in route definitions are also entry components. A route definition refers to a component by its type. The router ignores a routed component's selector (if it even has one) and loads the component dynamically into a RouterOutlet.

The compiler can't discover these entry components by looking for them in other component templates. You must tell it about them by adding them to the entryComponents list.

Angular automatically adds the following types of components to the module's entryComponents:

The component in the @NgModule.bootstrap list.

Components referenced in router configuration.

You don't have to mention these components explicitly, although doing so is harmless.

<https://medium.com/ngconf/bye-bye-entrycomponents-a4cd933e8eaf>

what is angular ivy

Ivy is **a complete rewrite of Angular's rendering engine**. In fact, it is the fourth rewrite of the engine and the third since Angular 2. But unlike rewrites two and three, which you might not have even noticed, Ivy promises huge improvements to your application.

Before Ivy, Angular would create Ngfactories for all the components declared in the template and as per the NgModule configuration. During the runtime it would enable tree shaking for the components not used. This is why the dynamic components with no Ngfactories could not be rendered and would throw an error like:

Adding the component to the entryComponents array would then make the factories for these dynamic components available at runtime.

**Bootstrapping the component – app component – entry using index.html**

Another way of bootstrapping your component is using the ngDoBootstrap() method wherein we can imperatively define which component to be bootstrapped on the launch of the app in the browser. This is more imperative way to write since you create an element for the component selector and check for change detection.

Specifying components in route definitionsThis is the other way Angular specifies a component as an entry component. If we look at the routing definitions, we always specify the routable component class in the definitions and this is when the CLI registers all the routable components as entryComponents.

As we discussed above, entryComponents are mostly specified in two ways: bootstrapping them or defining them in a router definition. But since these happen under the hood, we hardly notice it. However, when working with dynamic components, or web components in Angular, we explicity define the components as entry Components inside the entryComponents array.

**Role of entryComponents in smaller bundle sizes?**

Alright, think for a minute. When we declare multiple components inside the declarations array of our modules, does that mean all these components will be included into the final bundle?

This is where **entryComponents** have a role to play. So first of all, the answer to the above question is NO. All declared components aren’t necessarily present in the final produced bundle. They’d be present in the produced bundle only if they are specified as entryComponents

This basically means that all the routable components will be present in the bundle for sure and also the bootstrap component obviously. This would also include the bundles that are declared inside the templates of other components. However, the tree shaking process will get rid of all the unused components with no reference without having to include them inside the package.

EntryComponents are mostly explicitly defined when dealing with dynamic components, as I said before. This is because there needs to be a reference for the compiler to understand that, THOUGH there is no reference for a particular component in the template or router for now, there is a possibility for it to be rendered dynamically when required. The ComponentFactoryResolver takes care of creating this dynamic component for us but we specify this inside the entryComponents array inside NgModule.

# **Coming to the point why entryComponents are no longer required.**

Now having an idea about why we need entryComponents, let’s discuss a scenario wherein we have created a dynamic component and have added it to the entryComponents array.  
This basically means that since we explicitly declared it as an entryComponent, the tree shaker would not prune this component thinking that it doesn’t have a reference in the template. Also, specifying it as an entryComponent would create a component factory for this dynamic component.

First, the entryComponent for a particular dynamic component could be added automatically whenever a dynamic component was created to be used. So this would save the developer from specifying it every time to make sure the compiler knows the component. One more issue with using entryComponent was about referencing the entryComponents declared inside a lazily loaded module. So if a lazy loaded module contains a modal component as an entry component, you’d face an error like No component factory found for this component. This was because the root injector couldn’t be referenced to create a component factory for the entryComponent. One solution, though not very promising, was creating a component resolver factory yourself for a particular entry component inside the lazy loaded module to be able to execute it.

# **However,**

With Angular 9 coming in and Ivy as the new rendering engine, all the components would be considered as entering components and do not necessarily need to be specified inside the entryComponents array.

# **Why?**

With Ivy’s principle of locality, importing dynamic components will always work regardless of presence of entryComponents or ANALYSE\_FOR\_ENTRY\_COMPONENTS.

A demo here shows how entryComponents are no longer required with Angular 9

import { NgModule, DoBootstrap, ApplicationRef } from '@angular/core';

import { BrowserModule } from '@angular/platform-browser';

import { AppComponent } from './app.component';

@NgModule({

  imports: [

    BrowserModule

  ],

  declarations: [

    AppComponent

  ],

})

export class AppModule implements DoBootstrap {

  ngDoBootstrap(appRef: ApplicationRef) {

    appRef.bootstrap(AppComponent); // Or some other component

  }

}

# **All you need to know about Ivy, The new Angular engine!**

## Smaller bundles, faster compilations, Better debugging, dynamic loading of module and components and advanced concepts like Higher order components. Angular Ivy — The complete guide for the 3rd generation of the Angular renderer.

<https://medium.com/angular-in-depth/all-you-need-to-know-about-ivy-the-new-angular-engine-9cde471f42cf>

Now let’s opt-in Ivy by editing the tsconfig.app.json and add a section of angularComplierOptionand set the enableIvyto true. for new Angular CLI projects, you can just use the --enableIvy flag when running your ng newscript.

# Difference Among Angular 8, 7, 6, 5, 4, 3, 2 — Breakdown, New Features, and Changes

<https://medium.com/@lifenshades/difference-among-angular-8-7-6-5-4-3-2-breakdown-new-features-and-changes-811fb5f8e6f0>

Ang 1 – 2010 – Ang js

Ang 2- 2016 – ts , ecma , complete rewrite

2017 – Ang4 , no ang 3 as @angular/core , router and compiler , router was already in version 3

Ngif , else , ts improved , Aot compiler , performance ,

– 2017 Ang 5 ,

Build optimizer : It helps to removed unnecessary code from your application

Angular Universal State Transfer API and DOM Support — By using this feature, we can now share the state of the application between the server side and client side very easily.

Compiler Improvements: This is one of the very nice features of Angular 5, which improved the support of incremental compilation of an application

Preserve White space: To remove unnecessary new lines, tabs and white spaces we can add below code(decrease bundle size)

// in component decorator you can now add:  
“preserveWhitespaces: false”  
// or in tsconfig.json:  
“angularCompilerOptions”: { “preserveWhitespaces”: false}`

Increased the standardization across all browsers: For internationalization we were depending on `i18n` , but in ng 5 provides a new date, number, and currency pipes which increases the internationalization across all the browsers and eliminates the need of i18n polyfills.

* exportAs: In Angular 5, multiple names support for both directives and components
* HttpClient: until Angualar 4.3 [@angular/HTTP](http://twitter.com/angular/HTTP) was been used which is now depreciated and in Angular 5 a new module called HttpClientModule is introduced which comes under [@angular/common](http://twitter.com/angular/common)/http package.
* Improved in faster Compiler support:  
  A huge improvement made in an Angular compiler to make the development build faster. We can now take advantage of by running the below command in our development terminal window to make the build faster.  
  ng serve/s — aot
* 2018 – Ang6 No major breaking changes
* Dependency on RxJS 6
* Synchronizes major version number of the:  
  — Angular framework  
  — Angular CLI  
  — Angular Material + CDK
* Remove support for *<template>* tag and “*<ng-template>*” should be used.
* Registering provider: To register new service/provider, we import Service into module and then inject in provider array. e.g:

// app.module.ts **import** {MyService} **from** './my-service';  
...  
providers: [...MyService]  
...

* But after this upgrade you will be able to add providedIn property in injectable decorator. e.g:
* // MyService.ts@Injectable({ providedIn: 'root'})  
  export class MyService{}
* CLI Changes: Two new commands have been introduced  
  — ng update <package>  
  \* Analyse package.json and recommend updates to your application  
  \* 3rd parties can provide update scripts using schematics  
  \* automatically update code for breaking changes  
  \* staying update and low maintenance  
  — ng add  
  \* add new capablities to your applicaiton  
  \* e.g ng add [@angular/material](http://twitter.com/angular/material) : behind the scene it add bit of necessary code and changes project where needed to add it the thing we just told it to add.

2018 – Ang7

* Released on October 2018
* This is a major release and expanding to the entire platform including-  
  — Core framework,  
  — Angular Material,  
  — CLI
* CLI Prompts: Added a new interface — DoBootstrap interface
* Angular 7 added a new compiler — Compatibility Compiler (ngcc)
* Introduce a new Pipe called — KeyValuePipe
* Added a new router features — warn if navigation triggered outside Angular zone

2019 – Ang 8

* Allow passing state to routerLink Directives in the Router
* Allow passing state to NavigationExtras in the Router
* Added support for SASS
* Resolve generated Sass/Less files to .css inputs

# **Angular and SOLID principles**

**Testable , maintainable , understandable , flexible**

American software engineer and instructor Robert C. Martin (Uncle Bob)

If you don’t architect your codebase in a way that can allow changes, later on, you will pay an expensive price!

[**https://indepth.dev/posts/1414/angular-and-solid-principles**](https://indepth.dev/posts/1414/angular-and-solid-principles)

The primary benefits of a SOLID architecture are that you will write code:

* that is testable
* that is easy to understand
* that can be adjusted and extended quickly without producing bugs
* that separates the policy (rules) from the details (implementation)
* that allows for implementations to be swapped out
* where business logic is where it is expected to be
* where classes do what they are intended to do

S: Single Responsibility Principle - A*class or function should only have one reason to change*

O: Open-Closed Principle - *A software artifact should be open for extension but closed for modification*

L: Liskov-Substitution Principle - Introduced by Barbara Liskov in the 1980s. This principle defines that objects of a superclass shall be replaceable with objects of its subclasses without breaking the application. That requires the objects of the subclasses to behave in the same way as the objects of the superclass.

I: Interface Segregation Principle - Prevent classes from relying on things that they don’t need

D: Dependency Inversion Principle - Abstractions should not depend on details. Details should depend on abstractions

**HW – check for design pattern where we created helper service , where we will do all service method call and subscription and later in component , just call helper service methods. So idea is component is very clean and loose file.**

**Naïve Approach**

export class ListComponent implements OnInit {

public showNbOfArticlesDropdown$: Observable<boolean>;

public mainList$: Observable<Authors[] | Articles[]>;

public listLevel$: Observable<ListLevel>;

public pagination$: Observable<Pagination>;

public topic$: Observable<string>;

public nbArticles$: Observable<number>;

constructor(

private apiService: ApiService,

private storeService: StoreService

) {

this.listLevel$ = this.storeService.select('listLevel');

this.pagination$ = this.storeService.select('pagination');

this.topic$ = this.storeService.select('topic');

this.nbArticles$ = this.storeService.select('nbOfArticles');

}

ngOnInit(): void {

this.mainList$ = this.getMainList();

this.showNbOfArticlesDropdown$ = this.showNbOfArticles();

}

private getMainList(): Observable<Authors[] | Articles[]> {

return combineLatest(

this.listLevel$,

this.pagination$,

this.topic$,

).pipe(

switchMap(([listLevel, pagination, topic]) => {

const { first, last } = pagination;

switch (listLevel) {

case ListLevel.AUTHORS:

return this.nbArticles$.pipe(

switchMap(nbArticles => {

return this.apiService.fecthAuthors({first, last, topic, nbArticles})

})

);

case ListLevel.ARTICLES:

return this.apiService.fecthArticles({ first, last, topic });

default:

break;

}

})

)

}

private getArticlesByAuthor(authorId: number): Observable<Articles[]> {

return this.apiService.fetchArticlesByAuthor(authorId);

}

private showNbOfArticles(): Observable<boolean> {

return this.listLevel$.pipe(

map(listLevel => {

switch (listLevel) {

case ListLevel.AUTHORS:

return true;

case ListLevel.ARTICLES:

return false;

default:

break;

}

})

)

}

}

Using solid principle

![Extend Abstract Service](data:image/png;base64,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)

**Conclusion**

Every software engineer should know and understand SOLID principles. It is a concept that helps to get a strong architecture foundation for any application.

Writing clean and SOLID code does increase the number of files introduced in your project because of abstractions. But, it enables any large team of developers to scale quickly, without producing bugs. Particularly in large enterprise applications where product requirements evolve every time.

# **How OOP is mistreated in Angular**

**Oop is a** programming  **paradigm.**

If we want to share functionality of class A in class B without inheritance, Angular has a remedy for that: dependency injection. We should inject class B in class A and use it through a provided reference.

[**https://indepth.dev/posts/1473/how-oop-is-mistreated-in-angular**](https://indepth.dev/posts/1473/how-oop-is-mistreated-in-angular)

**Saw api call also here**

### **In Conclusion**

In this article, we have explored some common malpractices with OOP in Angular codebases. While there are lots of other programming paradigms (some also used by Angular projects like function programming, reactive programming and so on), OOP has a central place in the Angular ecosystem, so using it correctly is paramount if we want to achieve flexibility and maintainability.

# **How to refactor an Angular codebase**

[**https://indepth.dev/posts/1425/how-to-refactor-an-angular-codebase**](https://indepth.dev/posts/1425/how-to-refactor-an-angular-codebase)

Important things to consider:

* I advise you upgrade version one by one, say, if you want to go from 7 to 10, go from 7 to 8, then from 8 to 9, then from 9 to ten. This way you might dodge some problems

ng lint , ng lint --fix

# **Angular 9: What’s Angular and Angular 9 New Features**

In nutshell these are the new features of Angular 9:

* Smaller bundle sizes and augmented performance
* Faster testing
* Better debugging
* Improved CSS class and style binding
* Improved type checking
* Improved build errors
* Improved build times, enabling AOT on by default
* Improved Internationalization
* The Ivy compiler: The default use of the Ivy compiler is the most important feature of Angular 9, Ivy is what actually designed to solve the major problems of Angular i.e the performance and large file size
* Selector-less bindings support for Angular Ivy
* Support for TypeScript Diagnostics Format
* Support for more scopes in providedIn
* A New Type-Safe TestBed.inject() Method Instead of TestBed.get()
* Improvements to differential loading
* AOT compilation everywhere – rendering fast , already downloaded code not required to read , new changes only
* Bundle sizes
* Globalisation
* Additional provider scopes
* Improved developer experience
* New debugging API in development mode
* Strict mode
* Improved component and directive class inheritance
* Latest TypeScript versions
* Improved server-side rendering with Angular Universal
* Improved styling experience
* Stabel Bazel release as opt-in option
* Angular Components
* Testing

# **5 TypeScript Design Patterns You Should Know**

Routing

Budget increased – install everything

Circular dependency

Budget increase

Lazy loading and module

Tsconfig.json

Angular.json

Also it only checks "application" type projects in the angular.json as budgets doesn't do anything for libraries

Class A, B C

You are using selector , that module should be imported and exported

Don’t include one feature module to another with route

Deprecated

Rxjs

Ngrx

Unit testing

LLD / Design patterns

Node

Office ->

@injectable

The @[Injectable](https://angular.io/api/core/Injectable)() decorator specifies that Angular can use this class in the DI system. The metadata, providedIn: 'root', means that the HeroService is visible throughout the application.

For clarity and maintainability, it is recommended that you define components and services in separate files.

If you do combine a component and service in the same file, it is important to define the service first, and then the component. If you define the component before the service, Angular returns a run-time null reference error.

If any life cycle hook even constructor required then use it else not required

.pipe(catchError(this.errorCallback(this.errorCallbackKey)));

 fetchMyVendorDetails(vendorId: string): Observable<IInventoryResponse<IInventoryVendorNames>> {

    return this.httpClient

      .get<IInventoryResponse<IInventoryVendorNames>>(

        `/api/inventory/v2/inventories/vendors/${vendorId}`

      )

      .pipe(catchError(this.errorCallback(this.errorCallbackKey)));

  }

fetchMyVendorAssessmentDetails(

    paginationParams: IPaginationGridParams,

    vendorId: string,

    templateTypes?: string

  ): Observable<IPageableOf<IInventoryVendorAssessment>> {

    let params = new HttpParams()

      .set('page', paginationParams.page.toString())

      .set('size', paginationParams.size.toString())

      .set('sort', paginationParams.sort ? `${paginationParams.sort}` : '');

    if (templateTypes) {

      params = params.append('types', templateTypes);

    }

    return this.httpClient

      .post<IPageableOf<IInventoryVendorAssessment>>(

        `/api/assessment-v2/v2/assessments/inventory/${vendorId}/assessments/lists`,

        [],

        {

          params,

        }

      )

      .pipe(catchError(this.errorCallback(this.errorCallbackKey)));

  }

A pure pipe is only called when **Angular detects a change** in the value or the parameters passed to a pipe.An impure pipe is called for every change detection cycle no matter whether the value or parameter(s) changes

Async is an example of **an impure pipe**. It is always checking for new input data. Pure will be true if not specified. The pure property tells Angular whether or not the value should be recomputed when its input changes.

Pure and impure function

@HostBinding('class') readonly hostClass =

    'min-height-1 slds-col height-100-percent slds-grid slds-grid--vertical';

Directives are **classes that add additional behavior to elements in your Angular applications**

@Output() selectedRId = new EventEmitter<string>();

selectedRowId(rowId: string) {

    this.selectedRId.emit(rowId);

  }

(selectedRId)="selectedRId($event)"

 selectedRId(rowId: string) {

    this.rowId.emit(rowId);

  }

What is forkJoin RxJS?

[[![Image result for forkJoin rxjs](data:image/png;base64,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)](https://www.google.com/search?q=What+is+forkJoin+RxJS?&sxsrf=AOaemvJ48VC9CfhZ-UeD5BbQjsB034oOcw:1638939864520&tbm=isch&source=iu&ictx=1&fir=BeiikYYn7AbMWM%252CJEE0ldzuRx2KJM%252C_&vet=1&usg=AI4_-kS5JH4vOEuryGGdG1JE2SYabWJeQg&sa=X&ved=2ahUKEwih7LrjttP0AhU1S2wGHanRBuYQ9QF6BAgGEAE#imgrc=BeiikYYn7AbMWM)](https://www.google.com/search?q=What+is+forkJoin+RxJS?&sxsrf=AOaemvJ48VC9CfhZ-UeD5BbQjsB034oOcw:1638939864520&tbm=isch&source=iu&ictx=1&fir=BeiikYYn7AbMWM%252CJEE0ldzuRx2KJM%252C_&vet=1&usg=AI4_-kS5JH4vOEuryGGdG1JE2SYabWJeQg&sa=X&ved=2ahUKEwih7LrjttP0AhU1S2wGHanRBuYQ9QF6BAgGEAE" \l "imgrc=BeiikYYn7AbMWM)

forkJoin is **an operator that takes any number of input observables which can be passed either as an array or a dictionary of input observables**. If no input observables are provided (e.g. an empty array is passed), then the resulting stream will complete immediately.

What is SwitchMap RxJS?

The switchMap operator maps **each value to an observable**, then it flattens all of the inner observables. It basically projects each source value to an observable which is then merged in the output observable, emitting values only from the most recently projected observable.

What is mergeMap in RxJS?

RxJS mergeMap() operator is **a transformation operator that applies a project function on each source value of an Observable**, which is later merged in the output Observable. ... This operator is best to use when you want to flatten an inner observable and manually control the number of inner subscriptions.

What is difference between mergeMap and switchMap?

So here's the simple difference — **switchMap cancels previous HTTP requests that are still in progress**, while mergeMap lets all of them finish. In my case, I needed all requests to go through, as this is a metrics service that's supposed to log all actions that the user performs on the web page, so I used mergeMap .

What is concatMap in RxJS?

[[![Image result for concatMap rxjs](data:image/png;base64,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)](https://www.google.com/search?q=What+is+concatMap+in+RxJS?&sxsrf=AOaemvIagWs9ozzoDVe5tmwM5o72cB8VMA:1638940332605&tbm=isch&source=iu&ictx=1&fir=ipd4_opNObZAkM%252C9u74yuI1ftKTwM%252C_&vet=1&usg=AI4_-kS8OyyO5zr-dz_vlw57kpv6r4sfUw&sa=X&ved=2ahUKEwiIr9TCuNP0AhUdTmwGHSo1CrwQ9QF6BAg1EAE#imgrc=ipd4_opNObZAkM)](https://www.google.com/search?q=What+is+concatMap+in+RxJS?&sxsrf=AOaemvIagWs9ozzoDVe5tmwM5o72cB8VMA:1638940332605&tbm=isch&source=iu&ictx=1&fir=ipd4_opNObZAkM%252C9u74yuI1ftKTwM%252C_&vet=1&usg=AI4_-kS8OyyO5zr-dz_vlw57kpv6r4sfUw&sa=X&ved=2ahUKEwiIr9TCuNP0AhUdTmwGHSo1CrwQ9QF6BAg1EAE" \l "imgrc=ipd4_opNObZAkM)

function **stable**. **Projects each source value to an Observable which is merged in the output Observable**, in a serialized fashion waiting for each one to complete before merging the next.

What is the difference between switchMap concatMap and mergeMap in RxJS?

Use **mergeMap** if you simply want to flatten the data into one Observable, use switchMap if you need to flatten the data into one Observable but only need the latest value and use concatMap if you need to flatten the data into one Observable and the order is important to you.

getBusinessOwnerVendorsAndSchemaDetails() {

    this.isLoading = true;

    const filterCriteria = {

      AND: [

        {

          columnId: 'owner',

          attributeKey: 'owner',

          dataType: 50,

          operator: 'EQ',

          values: [this.currentUser.Id],

        },

      ],

    };

    forkJoin([

      this.myVendorsSspApiService.fetchVendorSchemaDetails(),

      this.myVendorsSspApiService.fetchBusinessOwnersVendorNames(

        this.paginationParam,

        filterCriteria

      ),

    ])

      .pipe(

        filter(res => Boolean(res)),

        map((response: [IVendorSchemaDetails[], IPageableData<IInventoryVendorNames>]) => {

          this.vendorsList = response[1];

          this.schemaDetails = response[0];

          this.inventoryVendorList = response[1].data;

          return this.inventoryVendorList

            .filter(data => data.primaryContact !== undefined)

            .map(data => data.primaryContact[0].id);

        }),

        switchMap((unknownUsers: string[]) => {

          return this.userStore.fetchUsersById(unknownUsers).pipe(

            catchError(() => {

              return of(EMPTY);

            })

          );

        }),

        takeUntil(this.destroy$)

      )

      .subscribe({

        next: (response: IBasicUserIdMap) => {

          this.isLoading = false;

          this.schemaDetails.forEach(item => {

            if (Object.values(AttributeKey).includes(item.fieldName as AttributeKey)) {

              this.columnSelect[item.fieldName] = item;

            }

          });

          this.columns = ResultantTableColumns.filter(data =>

            Object.keys(this.columnSelect).includes(data.cellValueKey)

          );

        },

        error: () => {

          this.isLoading = false;

        },

      });

  }

 \*ngIf="!isLoadingAssessment; else contentLoadings"

 <ng-template #contentLoadings>

            <ot-loading otPageLoading></ot-loading>

          </ng-template>

        </section>

Ng-container , ng-template

this.router.navigate([`${route.path}`]);

this.router.navigate([`/ssp/vendors/details/vendor/${rowId}`], {

      queryParams: { tabId: 'details' },

    });

  }

this.route.queryParams.subscribe(params => {

      this.currentTab = params['tabId'];

    });

fetchWorkFlowBuilderStage(workflowId: string) {

    this.myVendorsSspApiService

      .getWorkflowVendorStage(workflowId)

      .pipe(takeUntil(this.destroy$))

      .subscribe({

        next: (res: IWorkflowBuilderStage[]) => {

          this.isLoadingDetails = false;

          this.workflowBuilderStage = res;

          this.workflowBuilderStage = this.workflowBuilderStage.sort((a, b) =>

            a.sequence > b.sequence ? 1 : -1

          );

          this.workflowBuilderStage.forEach(data => {

            const workflowStage: string = (this.selectedRow.workflowStage as IWorkflowStage).stage

              .value;

            if (workflowStage === data.name) {

              this.pathItems.push({ label: data.name, isActive: true });

            } else {

              this.pathItems.push({ label: data.name, isActive: false });

            }

          });

          const activeIndex: number = this.pathItems.findIndex(

            activeIdx => activeIdx.isActive === true

          );

          for (let i = 0; i < activeIndex; i++) {

            this.pathItems[i].isActive = true;

          }

        },

        error: () => {

          this.isLoadingDetails = false;

        },

      });

  }

this.vendorId = this.route.snapshot.paramMap.get('id');

import { Routes, RouterModule } from '@angular/router';

const routes: Routes = [

  {

    path: 'vendor',

    canActivate: [MasterGuard],

    data: {

      guards: [environment.AuthGuardServices, OmniGuard, NgxPermissionsGuard],

      guardsRelation: 'AND',

      permissions: {

        only: 'VendorRiskManagement',

      },

    },

    component: WrapperComponent,

    children: [

{

        path: 'attribute-manager',

        children: [

          {

            path: 'home',

            canActivate: [NgxPermissionsGuard],

            data: {

              permissions: {

                only: ['VRMAttributeManager', 'VendorAttributes'],

                redirectTo: '404',

              },

            },

            loadChildren: () =>

              import(

                './attribute-manager/vendor-attribute-manager-home/vendor-attribute-manager-home.module'

              ).then(m => m.VendorAttributeManagerHomeModule),

          },

          {

            path: 'list',

            loadChildren: () =>

              import(

                './attribute-manager/engagement-attribute-manager-wrapper/engagement-attribute-manager-wrapper.module'

              ).then(m => m.EngagementAttributeManagerWrapperModule),

          },

          {

            path: 'detail',

            loadChildren: () =>

              import(

                './attribute-manager/contract-attribute-manager-wrapper/contract-attribute-manager-wrapper.module'

              ).then(m => m.ContractAttributeManagerWrapperModule),

          },

          {

            path: '',

            redirectTo: '/vendor/attribute-manager/home',

            pathMatch: 'full',

          },

        ],

      },

Feature module route

const routes: Routes = [

  {

    path: '',

    pathMatch: 'full',

    component: ContractAttributeManagerWrapperComponent,

  },

];

 RouterModule.forChild(routes)

Unit testing

// Angular

import { ComponentFixture, TestBed } from '@angular/core/testing';

import { Router } from '@angular/router';

// OT Library

import { CoreTestingModule } from '../core/core-testing.module';

import { MyVendorsSspListsComponent } from '@onetrust/vendor';

// component

import { MyVendorsListWrapperComponent } from './my-vendors-list-wrapper.component';

import { MockComponents } from 'ng-mocks';

describe('MyVendorsListWrappereComponent', () => {

  let component: MyVendorsListWrapperComponent;

  let fixture: ComponentFixture<MyVendorsListWrapperComponent>;

  let routerSpy = { navigate: jasmine.createSpy('navigate') };

  beforeEach(() => {

    TestBed.configureTestingModule({

      imports: [CoreTestingModule],

      declarations: [MyVendorsListWrapperComponent, MockComponents(MyVendorsSspListsComponent)],

      providers: [{ provide: Router, useValue: routerSpy }],

    }).compileComponents();

  });

  beforeEach(() => {

    fixture = TestBed.createComponent(MyVendorsListWrapperComponent);

    component = fixture.componentInstance;

    fixture.detectChanges();

  });

  it('should create', () => {

    expect(component).toBeTruthy();

  });

  it(`should navigate to vendor detail page`, () => {

    const vendorId = 'fa147582-7274-445a-a6bd-6f934c513feb';

    component.selectedRowId(vendorId);

    expect(routerSpy.navigate).toHaveBeenCalledWith([`/ssp/vendors/details/vendor/${vendorId}`], {

      queryParams: { tabId: 'details' },

    });

  });

});

Shallow and deep copy

**var** employee = {

    eid: "E102",

    ename: "Jack",

    eaddress: "New York",

    salary: 50000

}

console.log("Employee=> ", employee);

**var** newEmployee = employee;    // Shallow copy

console.log("New Employee=> ", newEmployee);

console.log("---------After modification----------");

newEmployee.ename = "Beck";

console.log("Employee=> ", employee);

console.log("New Employee=> ", newEmployee);

// Name of the employee as well as

// newEmployee is changed.

Deep copy

**var** employee = {

    eid: "E102",

    ename: "Jack",

    eaddress: "New York",

    salary: 50000

}

console.log("=========Deep Copy========");

**var** newEmployee = JSON.parse(JSON.stringify(employee));

console.log("Employee=> ", employee);

console.log("New Employee=> ", newEmployee);

console.log("---------After modification---------");

newEmployee.ename = "Beck";

newEmployee.salary = 70000;

console.log("Employee=> ", employee);

console.log("New Employee=> ", newEmployee);
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# **Designing Angular architecture - Container-Presentation pattern**

<https://indepth.dev/posts/1478/designing-angular-architecture-container-presentation-pattern>

### **Crucial Design Points**

I want to highlight a few crucial points from my point of view. When planning architecture for a new feature, I'm always trying to make decisions on those points, preferably before starting to code. These key points are:

* What components, services, and other classes will be used (do I need to create new ones? are there any classes that I can reuse?)
* What are the responsibilities of those classes? Are they limited enough?
* What is the data flow between those classes, especially the components?
* What are the dependencies in the components?
* Is my plan open for extension in the future? (this is very similar to "O" in the SOLID principle)

### **Why Container-Presentation?**

The pattern that I want to introduce to you is called the Container-Presentation, and it clearly answers all those points above. Why have I chosen that particular pattern? I think this is an instrumental design that can be applied on an almost everyday basis - I believe many of you already intuitively use it in your feature design which is excellent. I want to describe it clearly and show step by step how it can be applied and extended. Although the use case for that pattern is very common, developers tend to omit important parts of that pattern which I will highlight and try to convince you to include in your implementation.

Before digging into the pattern architecture, I would like to highlight the key reasons why this pattern could be useful for you:

* it provides flexible and open for extension split of the components
* separation of the components makes it easy to apply efficient change strategy to each type of the component
* component’s dependencies are limited and well organized, which makes them easy to manage, preferably some of the components don’t have any dependencies at all!
* most of the components are highly generic, and the pattern itself compels you to create them so that they can be easily reused in future work
* logic and UI are separated, which means it’s pretty safe to change the UI without causing any issues with the implemented logic for the feature

To sum up that very shortly:

* Container: takes care of the data, distributes that, handles service calls and most of the logic
* Presentation: present data, sometimes receives events from the users and passes them to Container component

## Summary

I hope you enjoyed that little story about the Container-Presentation pattern and learned new stuff. I’m sure you were familiar with most of those techniques, but bringing them together to make a solid architecture is the key.

What were the main ingredients in this guide:

* Container Component- responsible for retrieving data and distributing them to Presentation Components
* Presentation Component - responsible for rendering data and optionally informing Container about events (for instance, user actions)

What should be used for communication between these two types of components?

* Input / Output for most cases
* Service for rather complex scenarios

The other concepts I used:

* vm - View Model convention for wrapping Input properties into a single object. It should be typed to increase safety.
* Change Detection OnPush - the most efficient strategy for most cases, usually can be used without issues in Presentation Components
* vm Class - if the model grows, or it needs to keep some logic to either remove code duplication or extract the logic from other places, it is recommended to create a Class with appropriate properties, getters, functions, etc.
* cloning techniques - it's usually important to clone the objects that we work with, not work on the same data instances. You need to think if your solution requires shallow or deep cloning and use the appropriate algorithm. Spread operator can be useful for shallow cloning.

Lastly, I want to remind you of the key idea that goes through this article and is essential. Introducing such patterns in your architecture will make the solution more solid, concise which will help you with:

* creating a code without duplication
* providing clear responsibility for each class
* being ready for future requirement changes - which means it will be easy to extend your architecture without the need to modify existing code

# **How pure and impure pipes work in Angular Ivy**

When pipe is pure, transform() method is invoked only when its input arguments change. Pipes are pure by default.  
If the pipe has internal state (that is, the result depends on the state other than its arguments), set pure to false. In this case, the pipe is invoked on each change detection cycle, even if the arguments have not changed.

Another interesting feature of the pure pipes is that Angular creates only one instance of a pure pipe regardless of how many times a pipe is used in a template:

# **RxJS in Angular: Part I**

### **Using RxJS to reduce the state of our components**

Here is how we do some stuff *wrong:*

1. When we have a new task at hand, we think about how the state will change
2. We store *new*pieces of state in our component (new properties, nested objects and etc)
3. We devise new methods that encapsulate ways how our new state changes
4. Write convoluted logic inside our template.

### **More reactive thinking**

Now we are going to devise a simple three-step plan of thinking. Trying to solve the same problem, but now using Reactive Forms and RxJS, we will do the following:

1. Understand what part of the state affects the UI and make it an Observable stream;
2. Use RxJS operators to perform calculations and derive the final state to be used in UI
3. Use the async pipe to put the result of our computations in the template

### **In conclusion**

RxJS is a powerful tool — no wonder such a huge enterprise framework like Angular is built around it; It has lots of concepts and tricks which may be used to make our code in Angular better, more readable, easier to reason about, more understandable

# **Learn Angular Component Design Patterns — Creating a Drawer Component**

Telling about reusable component

## Lazy load for performance — v6

Every time you create a component that is intended for reuse (every component must be intended for reuse, by the way), you should ask these questions to your application

**“Is it imperative to render this component at the initial load of the page? Is the information in it vital to be rendered in the initial load?”**

If your answer is "no" or "maybe", you should consider lazy loading the component

## Wrapping it up

Let’s wrap our marathon refactoring here for now. Throughout this article we have learned how we could use efficient tools Angular provides to create high quality components. We learned that techniques such as multiple content projection, lazy loading, exportAs etc can be really handy when creating highly efficient, reusable components. Mastering these concepts/techniques can really make your development more fun and productive.

Synchronous JavaScript: As the name suggests synchronous **means to be in a sequence**, i.e. every statement of the code gets executed one by one. So, basically a statement has to wait for the earlier statement to get executed

What is asynchronous and synchronous in JavaScript?
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In synchronous operations tasks are performed one at a time and only when one is completed, the following is unblocked. In other words, you need to wait for a task to finish to move to the next one. In asynchronous operations, on the other hand, **you can move to another task before the previous one finishes**

**View Encapsulation**

View encapsulation defines whether the template and styles defined within the component can affect the whole application or vice versa. Angular provides three encapsulation strategies:

* Emulated (default) - styles from main HTML propagate to the component. Styles defined in this component's @Component decorator are scoped to this component only.
* ShadowDom - styles from main HTML do not propagate to the component. Styles defined in this

component's @Component decorator are scoped to this component only.

* None - styles from the component propagate back to the main HTML and therefore are visible to all components on the page. Be careful with apps that have None and Native components in the application. All components with None encapsulation will have their styles duplicated in all components with Native encapsulation.

change detection in angular

In the Default strategy, whenever any data to @Input() decorated properties are changed, Angular runs the change detector to update the view. In the onPush strategy, Angular runs change detector only when a new reference is **passed** to the @Input() decorated properties

**The part of the Angular framework that does this is called the “change detector.”** Every component has a change detector that reads the binding on the template and makes sure that the data model and view are in sync with each other. Whenever, for any reason (actually there are three reasons which we cover later in the article), data model changes, it is the change detector that projects the updated data to the view, so that the view and the data model are in sync with each other.

To optimize the number of checks, Angular provides two change detection strategies:

1. Default strategy
2. onPush strategy

In the **Default strategy**, whenever any data to @Input() decorated properties are changed, Angular runs the change detector to update the view. In the **onPush** strategy, Angular runs change detector only when a **new reference** is passed to the @Input() decorated properties.

The onPush change detection strategy instructs Angular to run change detector on the component and its subtree only when a new reference is passed to the @Input decorated properties.

What's the difference between async and defer Javascript?

Async vs Defer  
  
With async, **the file gets downloaded asynchronously and then executed as soon as it's downloaded**. With defer, the file gets downloaded asynchronously, but executed only when the document parsing is completed. With defer, scripts will execute in the same order as they are called

## The localStorage Object

The localStorage object stores the data with no expiration date. The data will not be deleted when the browser is closed, and will be available the next day, week, or year.

## The sessionStorage Object

The sessionStorage object is equal to the localStorage object, **except** that it stores the data for only one session. The data is deleted when the user closes the specific browser tab.

async pipe in angular

The async pipe **subscribes to an Observable or Promise and returns the latest value it has emitted**. When a new value is emitted, the async pipe marks the component to be checked for changes. When the component gets destroyed, the async pipe unsubscribes automatically to avoid potential memory leaks.

# **Singleton services**

A singleton service is a service for which only one instance exists in an application.

## Providing a singleton service

There are two ways to make a service a singleton in Angular:

* Set the providedIn property of the @[Injectable](https://angular.io/api/core/Injectable)() to "root".
* Include the service in the AppModule or in a module that is only imported by the AppModule
* **View Encapsulation**
* View encapsulation defines whether the template and styles defined within the component can affect the whole application or vice versa. Angular provides three encapsulation strategies:
*  Emulated (default) - styles from main HTML propagate to the component. Styles defined in this component's @Component decorator are scoped to this component only.
*  ShadowDom - styles from main HTML do not propagate to the component. Styles defined in this
* component's @Component decorator are scoped to this component only.
*  None - styles from the component propagate back to the main HTML and therefore are visible to all components on the page. Be careful with apps that have None and Native components in the application. All components with None encapsulation will have their styles duplicated in all components with Native encapsulation.

A BehaviorSubject holds one value. When it is subscribed it emits the value immediately. A Subject doesn't hold a value.

# Introduction to NgRx - Angular Reactive Extensions

### Key concepts

Let's start with introducing a few key concepts and building blocks of [NgRx](https://ngrx.io/). NgRx is a state management tool inspired by Redux, so the building blocks might be familiar to Redux users. To build and operate on our state, we will need the following basic building blocks:

* **Store** is where state of the application will be stored. It's both an Observable of a state and an Observer of action.
* **Actions** describe all the possible and unique events that can occur within the application. They can occur ie. by user interaction, communication with the server or can be a result of other actions.
* **Reducers** are what binds the actions and the state. All the state changes must occur as result of an action. Those changes are handled by pure functions called reducers. They take the current state and the latest action and compute new state value based on that.
* **Selectors** - to retrieve part of the state that we're interested in, we use pure functions which extract the portion of the state that a given component might be interested in.

import {createAction} from '@ngrx/store';

export const likePhoto = createAction('[Photo List] Like Photo');

sh ng add @ngrx/store@latest

import {createReducer, on} from '@ngrx/store';

import {dislikePhoto, likePhoto} from './photo.actions';

export type PhotoState = number;

const initialState: PhotoState = 0;

export const photoReducer = createReducer(

initialState,

on(likePhoto, state => state + 1),

on(dislikePhoto, state => state - 1)

);

imports: [

/\* ... other modules \*/

StoreModule.forRoot({

photo: photoReducer

},

{}

)

],

import {createSelector} from '@ngrx/store';

import {PhotoState} from './photo.reducer';

const selectPhotoFeature = (state: { photo: PhotoState }) => state.photo;

export const selectPhoto = createSelector(selectPhotoFeature, likes => ({

title: 'Introduction to NgRx',

url: 'https://ngrx.io/assets/images/ngrx-badge.png',

likes

})

);

import {Store} from '@ngrx/store';

interface AppState {

photo: PhotoState;

}

@Component({/\* ... \*/})

export class AppComponent {

constructor(private store: Store<AppState>) {

}

}

import {select, Store} from '@ngrx/store';

import {selectPhoto} from './store/photo.selectors';

import {dislikePhoto, likePhoto} from './store/photo.actions';

@Component({/\* ... \*/})

export class AppComponent {

photo$ = this.store.pipe(select(selectPhoto));

constructor(private store: Store<AppState>) {

}

onLike(): void {

this.store.dispatch(likePhoto());

}

onDislike(): void {

this.store.dispatch(dislikePhoto());

}

}

@Component({

selector: 'app-root',

template: `

<div class="photos">

<app-photo class="photo" [photo]="photo$ | async" (like)="onLike()" (dislike)="onDislike()"></app-photo>

</div>

`,

})

Routing

pathMatch: 'full' means, that the whole URL path needs to match and is consumed by the route matching algorithm.

pathMatch: 'prefix' means, the first route where the path matches the start of the URL is chosen, but then the route matching algorithm is continuing searching for matching child routes where the rest of the URL matches.

 [routerLink]="['/products']"

         routerLinkActive="active"

         [routerLinkActiveOptions]="{ exact : true}">Product List</a>

 imports: [

    RouterModule.forRoot([

      { path: 'welcome', component: WelcomeComponent },

      {

        path: 'products',

        loadChildren: () =>

          import('./products/product.module').then(m => m.ProductModule)

      },

      { path: '', redirectTo: 'welcome', pathMatch: 'full' },

      { path: '\*\*', component: PageNotFoundComponent }

    ])

  ],

  exports: [RouterModule]

  <option \*ngFor="let category of categories$ | async"

                    [value]="category.id">{{ category.name }}</option>

          </select>

 suppliers$ = this.http.get<Supplier[]>(this.suppliersUrl)

    .pipe(

      tap(data => console.log('suppliers', JSON.stringify(data))),

      shareReplay(1),

      catchError(this.handleError)

    );

Sharereplay , tap , mergeMap , concatmap , switchMap , withLatestFrom , combineLatest , forkJoin , takeUntil , filter , catcheError

suppliersWithConcatMap$ = of(1, 5, 8)

    .pipe(

      tap(id => console.log('concatMap source Observable', id)),

      concatMap(id => this.http.get<Supplier>(`${this.suppliersUrl}/${id}`))

    );

  suppliersWithMergeMap$ = of(1, 5, 8)

    .pipe(

      tap(id => console.log('mergeMap source Observable', id)),

      mergeMap(id => this.http.get<Supplier>(`${this.suppliersUrl}/${id}`))

    );

  suppliersWithSwitchMap$ = of(1, 5, 8)

    .pipe(

      tap(id => console.log('switchMap source Observable', id)),

      switchMap(id => this.http.get<Supplier>(`${this.suppliersUrl}/${id}`))

    );

private handleError(err: any) {

    // in a real world app, we may send the server to some remote logging infrastructure

    // instead of just logging it to the console

    let errorMessage: string;

    if (err.error instanceof ErrorEvent) {

      // A client-side or network error occurred. Handle it accordingly.

      errorMessage = `An error occurred: ${err.error.message}`;

    } else {

      // The backend returned an unsuccessful response code.

      // The response body may contain clues as to what went wrong,

      errorMessage = `Backend returned code ${err.status}: ${err.body.error}`;

    }

    console.error(err);

    return throwError(errorMessage);

  }

private productsUrl = 'api/products';

productsWithCategory$ = combineLatest([

    this.products$,

    this.productCategoryService.productCategories$

  ]).pipe(

    map(([products, categories]) =>

      products.map(product => ({

        ...product,

        price: product.price \* 1.5,

        category: categories.find(c => product.categoryId === c.id).name,

        searchKey: [product.productName]

      }) as Product)

    ),

    shareReplay(1)

  );

 private productSelectedSubject = new BehaviorSubject<number>(0);

  productSelectedAction$ = this.productSelectedSubject.asObservable();

private productInsertedSubject = new Subject<Product>();

  productInsertedAction$ = this.productInsertedSubject.asObservable();

addProduct(newProduct?: Product) {

    newProduct = newProduct || this.fakeProduct();

    this.productInsertedSubject.next(newProduct);

  }

 onSelected(categoryId: string): void {

    this.categorySelectedSubject.next(+categoryId); -> convert to integer

  }

What is PreloadingStrategy?

Angular Preloading Strategy is **yet another way to speed up the load time of the Angular Apps**. We build Modular apps using the Angular Modules. The Angular loads all the modules, when the user requests for the first time. ... The Angular allows us further optimize our app using a technique called PreLoading.

import { Injectable } from '@angular/core';

import { Route, PreloadingStrategy } from '@angular/router';

import { Observable, of } from 'rxjs';

@Injectable({

  providedIn: 'root'

})

export class SelectiveStrategy implements PreloadingStrategy {

  preload(route: Route, load: Function): Observable<any> {

    if (route.data && route.data['preload']) {

      return load();

    }

    return of(null);

  }

}

 this.router.navigateByUrl('/welcome');

 <input class="form-control"

                   id="userNameId"

                   type="text"

                   placeholder="User Name (required)"

                   required

                   ngModel

                   name="userName"

                   #userNameVar="ngModel"

                   [ngClass]="{'is-invalid': (userNameVar.touched || userNameVar.dirty) && !userNameVar.valid }" />

            <span class="invalid-feedback">

              <span \*ngIf="userNameVar.errors?.required">

                User name is required.

              </span>

            </span>

# **Angular Route Guards for Authentication**

In your angular web application you might need to restrict access to certain pages for some users, or in other words you might be looking for a method to authenticate in-app navigation from client-side. This is where Angular Route Guards will make your life easy. **Angular Route Guard is an interface which can be implemented to decide if a route can be activated.**

There are 5 types of guards in Angular namely **CanActivate, CanActivateChild, CanDeactivate, Resolve**and**CanLoad.**

<https://levelup.gitconnected.com/angular-route-guards-for-authentication-d77fb01f04ae>

JSON WEB TOKENS

|  |
| --- |
| import { Injectable } from '@angular/core'; |
|  |  |
|  | @Injectable({ |
|  | providedIn: 'root' |
|  | }) |
|  | export class AuthService { |
|  |  |
|  | constructor() { } |
|  |  |
|  | isLoggedIn() { |
|  | const token = localStorage.getItem('token'); // get token from local storage |
|  | const payload = atob(token.split('.')[1]); // decode payload of token |
|  | const parsedPayload = JSON.parse(payload); // convert payload into an Object |
|  |  |
|  | return parsedPayload.exp > Date.now() / 1000; // check if token is expired |
|  |  |
|  | } |
|  |  |
|  | } |

|  |
| --- |
| import { Injectable } from '@angular/core'; |
|  | import { CanActivate, ActivatedRouteSnapshot, RouterStateSnapshot, Router } from '@angular/router'; |
|  | import { Observable } from 'rxjs'; |
|  | import { AuthService } from './auth.service'; |
|  |  |
|  | @Injectable({ |
|  | providedIn: 'root' |
|  | }) |
|  | export class AuthGuard implements CanActivate { |
|  |  |
|  | constructor(private authService: AuthService, private router: Router) {} |
|  |  |
|  | canActivate( |
|  | next: ActivatedRouteSnapshot, |
|  | state: RouterStateSnapshot): Observable<boolean> | Promise<boolean> | boolean { |
|  |  |
|  | if (!this.authService.isLoggedIn()) { |
|  | this.router.navigate(['/login']); // go to login if not authenticated |
|  | return false; |
|  | } |
|  | return true; |
|  | } |
|  | } |

|  |
| --- |
| import { NgModule } from '@angular/core'; |
|  | import { Routes, RouterModule } from '@angular/router'; |
|  | import { HomeComponent } from './home/home.component'; |
|  | import { LoginComponent } from './login/login.component'; |
|  | import { AuthGuard } from './auth.guard'; |
|  |  |
|  | const routes: Routes = [ |
|  | { path: '', redirectTo: '/home', pathMatch: 'full' }, |
|  | { path: 'login', component: LoginComponent }, |
|  | { path: 'home', component: HomeComponent, |
|  | canActivate: [AuthGuard], // visit home only if authenticated |
|  | }, |
|  | ]; |
|  |  |
|  | @NgModule({ |
|  | imports: [RouterModule.forRoot(routes)], |
|  | exports: [RouterModule] |
|  | }) |
|  | export class AppRoutingModule { } |

JwtHelperService

npm install --save @auth0/angular-jwt

// src/app/auth/auth.service.tsimport { Injectable } from '@angular/core';  
import { JwtHelperService } from '@auth0/angular-jwt';@Injectable()  
export class AuthService { constructor(public jwtHelper: JwtHelperService) {} // ...  
 public isAuthenticated(): boolean { const token = localStorage.getItem('token'); // Check whether the token is expired and return  
 // true or false  
 return !this.jwtHelper.isTokenExpired(token);  
 }}

Router-outlet in Angular works as **a placeholder which is used to load the different components dynamically based on the activated component or current route state**. Navigation can be done using router-outlet directive and the activated component will take place inside the router-outlet to load its content.

@NgModule({

  imports: [

    RouterModule.forRoot([

      { path: 'welcome', component: WelcomeComponent },

      {

        path: 'products',

        canActivate: [AuthGuard],

        data: { preload: false },

        loadChildren: () =>

          import('./products/product.module').then(m => m.ProductModule)

      },

      { path: '', redirectTo: 'welcome', pathMatch: 'full' },

      { path: '\*\*', component: PageNotFoundComponent }

    ], { preloadingStrategy: SelectiveStrategy })   // , { enableTracing: true, preloadingStrategy: SelectiveStrategy }

  ],

  exports: [RouterModule]

})

export class AppRoutingModule { }

The canload guard **determines whether a particular lazy loaded child route can be loaded**.

What is CanLoad guard in Angular?

The CanLoad Guard **prevents the loading of the Lazy Loaded Module**

Resolve guard is used in the scenario when we **want to ensure whether there is data available or not before navigating to any route**. If there is no data then it has no meaning to navigate there. It means we have to resolve data before navigating to that route.

export class AuthGuard implements CanActivate, CanLoad

import { [Directive](https://angular.io/api/core/Directive), [ElementRef](https://angular.io/api/core/ElementRef) } from '@angular/core'; @[Directive](https://angular.io/api/core/Directive)({ selector: '[appHighlight]' }) export class HighlightDirective { constructor(el: [ElementRef](https://angular.io/api/core/ElementRef)) { el.nativeElement.style.backgroundColor = 'yellow'; } }

Debouncing and throttling techniques are used to limit the number of times a function can execute. Generally, how many times or when a function will be executed is decided by the developer. But in some cases, developers give this ability to the users. Now, it is up to the user to decide when and how many times to execute that function.

![Graphical user interface, application
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In JIT compilation, the application compiles inside the browser during runtime.  
Whereas in the AOT compilation, the application compiles during the build time.  
  
The advantages of using AOT compilation are:

 Since the application compiles before running inside the browser, the browser loads the executable code and renders the application immediately, which leads to **faster rendering**.

 In AOT compilation, the compiler sends the external HTML and CSS files along with the application, eliminating separate AJAX requests for those source files, which leads to **fewer ajax requests**.

 Developers can detect and handle errors during the building phase, which helps in **minimizing errors**.

 The AOT compiler adds HTML and templates into the JS files before they run inside the browser. Due to this, there are no extra HTML files to be read, which provide **better security** to the application.

### 10. How are observables different from promises?

The first difference is that an Observable is **lazy** whereas a Promise is **eager**.

|  |  |
| --- | --- |
| Promise | Observable |
| Emits a single value | Emits multiple values over a period of time |
| Not Lazy | Lazy. An observable is not called until we subscribe to the observable |
| Cannot be cancelled | Can be cancelled by using the unsubscribe() method |
|  | Observable provides operators like map, forEach, filter, reduce, retry, retryWhen etc. |

Consider the following Observable:

const observable = rxjs.Observable.create(observer => {

console.log('Text inside an observable');

observer.next('Hello world!');

observer.complete();

});

console.log('Before subscribing an Observable');

observable.subscribe((message)=> console.log(message));

Now let’s consider a Promise:

const promise = new Promise((resolve, reject) => {

console.log('Text inside promise');

resolve('Hello world!');

});

console.log('Before calling then method on Promise');

greetingPoster.then(message => console.log(message));

Often we want to enforce or apply behavior when receiving or sending HTTP requests within our application. Interceptors are a unique type of Angular Service that we can implement. Interceptors allow us to intercept incoming or outgoing HTTP requests using the **HttpClient**. By intercepting the HTTP request, we can modify or change the value of the request.

import { Injectable } from '@angular/core';

import { HttpInterceptor, HttpEvent, HttpResponse, HttpRequest, HttpHandler } from '@angular/common/http';

import { Observable } from 'rxjs';

@Injectable()

export class MyInterceptor implements HttpInterceptor {

intercept(httpRequest: HttpRequest<any>, next: HttpHandler): Observable<HttpEvent<any>> {

return next.handle(httpRequest);

}

}

import { NgModule } from '@angular/core';

import { BrowserModule } from '@angular/platform-browser';

import { HttpClientModule, HTTP\_INTERCEPTORS } from '@angular/common/http';

import { RouterModule, Routes } from '@angular/router';

import { MyInterceptor } from './my.interceptor';

import { AppComponent } from './app.component';

@NgModule({

imports: [BrowserModule, HttpClientModule],

declarations: [AppComponent],

bootstrap: [AppComponent],

providers: [

{ provide: HTTP\_INTERCEPTORS, useClass: MyInterceptor, multi: true }

]

})

export class AppModule { }

In JavaScript, only objects and arrays are mutable, not primitive values. ... A mutable object is an object whose state can be modified after it is created. Immutables are **the objects whose state cannot be changed once the object is created**. Strings and Numbers are Immutable.

|  |
| --- |
| <h2>Choose Brand Colors:</h2> |
|  | <color-sample |
|  | [color]="primary" |
|  | #primaryColorSample |
|  | (click)="open()"> |
|  | </color-sample> |
|  | ... the rest of the AppComponent template ... |

What is forkJoin in angular?

'forkJoin' is the easiest way, when you need to wait for multiple HTTP requests to be resolved. 'forkJoin' waits for each HTTP request to **complete and group's all the observables returned by each HTTP call into a single observable array** and finally return that observable array.

flatMap/**mergeMap** - creates an Observable immediately for any source item, all previous Observables are kept alive. concatMap - waits for the previous Observable to complete before creating the next one. switchMap - for any source item, completes the previous Observable and immediately creates the next one.

It means that the component with the async pipe will be marked for check every time a new value is emitted. And Angular will check the component next time it **runs change detection even** if the value hasn't changed.

forkJoin - When all observables complete, emit the last emitted **value** from each. combineLatest - When any observable emits a value, emit the latest value from each.